from tensorflow.keras.preprocessing.image import ImageDataGenerator

train\_datagen = ImageDataGenerator(rescale= 1./255,horizontal\_flip = True,vertical\_flip = True,zoom\_range = 0.2)

test\_datagen = ImageDataGenerator(rescale= 1./255)

x\_train = train\_datagen.flow\_from\_directory(r"C:\Users\LonelyDinesh\ Desktop\data\_for\_ibm\Flowers-Dataset\flowers",target\_size = (64,64),

class\_mode = "categorical",batch\_size = 24)

Found 4317 images belonging to 5 classes.

x\_test = test\_datagen.flow\_from\_directory(r"C:\Users\LonelyDinesh\ Desktop\data\_for\_ibm\Flowers-Dataset\flowers",target\_size = (64,64),

class\_mode = "categorical",batch\_size = 24)

Found 4317 images belonging to 5 classes.

x\_train.class\_indices

{'daisy': 0, 'dandelion': 1, 'rose': 2, 'sunflower': 3, 'tulip': 4}

from tensorflow.keras.models import Sequential from tensorflow.keras.layers import Dense

from tensorflow.keras.layers import Convolution2D,MaxPooling2D,Flatten model=Sequential()

model.add(Convolution2D(32,

(3,3),input\_shape=(64,64,3),activation='relu')) model.add(MaxPooling2D(pool\_size=(2,2))) model.add(Flatten()) model.summary()

Model: "sequential"

\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_ Layer (type) Output Shape Param # ================================================================= conv2d (Conv2D) (None, 62, 62, 32) 896

max\_pooling2d (MaxPooling2D (None, 31, 31, 32) 0

)

flatten (Flatten) (None, 30752) 0 =================================================================

Total params: 896

Trainable params: 896

Non-trainable params:0 \_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

model.add(Dense(300,activation='relu')) model.add(Dense(150,activation='relu'))

model.add(Dense(5,activation='softmax')) len(x\_train)

180

model.compile(loss='categorical\_crossentropy',optimizer='adam',metrics

=['accuracy'])

model.fit(x\_train,steps\_per\_epoch=len(x\_train),validation\_data=x\_test, validation\_steps=len(x\_test),epochs=10)

Epoch 1/10

180/180 [==============================] - 33s 183ms/step - loss:

1.3003 - accuracy: 0.4691 - val\_loss: 1.1679 - val\_accuracy: 0.5342

Epoch 2/10

180/180 [==============================] - 28s 157ms/step - loss:

1.0616 - accuracy: 0.5812 - val\_loss: 1.0829 - val\_accuracy: 0.5800

Epoch 3/10

180/180 [==============================] - 28s 157ms/step - loss:

0.9799 - accuracy: 0.6185 - val\_loss: 1.1128 - val\_accuracy: 0.5821

Epoch 4/10

180/180 [==============================] - 29s 161ms/step - loss:

0.9217 - accuracy: 0.6366 - val\_loss: 0.9303 - val\_accuracy: 0.6386

Epoch 5/10

180/180 [==============================] - 28s 158ms/step - loss:

0.8893 - accuracy: 0.6583 - val\_loss: 0.8627 - val\_accuracy: 0.6650

Epoch 6/10

180/180 [==============================] - 29s 162ms/step - loss:

0.8509 - accuracy: 0.6755 - val\_loss: 0.8262 - val\_accuracy: 0.6880

Epoch 7/10

180/180 [==============================] - 30s 169ms/step - loss:

0.8274 - accuracy: 0.6755 - val\_loss: 0.8372 - val\_accuracy: 0.6796

Epoch 8/10

180/180 [==============================] - 30s 166ms/step - loss:

0.7923 - accuracy: 0.6965 - val\_loss: 0.8437 - val\_accuracy: 0.6734

Epoch 9/10

180/180 [==============================] - 28s 157ms/step - loss:

0.7745 - accuracy: 0.7072 - val\_loss: 0.6995 - val\_accuracy: 0.7306

Epoch 10/10

180/180 [==============================] - 28s 158ms/step - loss:

0.7363 - accuracy: 0.7192 - val\_loss: 0.7278 - val\_accuracy: 0.7278 <keras.callbacks.History at 0x16061cf68f0> model.save('IBM\_flowers.h5')

pwd

'C:\\Users\\maris\_q3mm6nk\\Desktop\\data\_for\_ibm'

import numpy as np

from tensorflow.keras.models import load\_model from tensorflow.keras.preprocessing import image model=load\_model('IBM\_flowers.h5')

img=image.load\_img(r'C:\Users\maris\_q3mm6nk\Desktop\data\_for\_ibm\ Flowers-Dataset\flowers\rose/394990940\_7af082cf8d\_n.jpg') img

![](data:image/jpeg;base64,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)

img=image.load\_img(r'C:\Users\maris\_q3mm6nk\Desktop\data\_for\_ibm\

Flowers-Dataset\flowers\rose/

394990940\_7af082cf8d\_n.jpg',target\_size=(64,64)) img

![](data:image/jpeg;base64,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)

x=image.img\_to\_array(img) x

array([[[ 4., 14., 3.], [ 4., 15., 0.],

[ 7., 10., 3.],

...,

[ 1., 1., 1.],

[ 1., 1., 1.],

[ 3., 3., 3.]],

[[21., 37., 8.], [ 7., 18., 1.],

[ 5., 11., 1.],

...,

[ 1., 1., 3.],

[ 1., 1., 1.],

[ 2., 2., 2.]],

[[15., 34., 4.], [ 5., 18., 0.],

[ 6., 14., 3.],

...,

[ 1., 2., 4.],

[ 0., 0., 0.],

[ 1., 1., 1.]],

...,

[[ 7., 11., 10.],

[ 7., 16., 15.], [17., 23., 21.],

...,

[ 1., 1., 1.],

[ 2., 2., 2.],

[ 0., 0., 0.]],

[[ 9., 18., 15.],

[ 2., 7., 3.],

[ 5., 11., 7.],

...,

[ 0., 0., 0.],

[ 1., 1., 1.],

[ 1., 1., 1.]],

[[18., 26., 28.], [ 0., 10., 2.],

[ 8., 14., 10.],

...,

[ 2., 6., 9.],

[ 1., 1., 1.],

[ 1., 1., 1.]]], dtype=float32)

x=np.expand\_dims(x,axis=0) x

array([[[[ 4., 14., 3.], [ 4., 15., 0.],

[ 7., 10., 3.],

...,

[ 1., 1., 1.],

[ 1., 1., 1.],

[ 3., 3., 3.]],

[[21., 37., 8.], [ 7., 18., 1.],

[ 5., 11., 1.],

...,

[ 1., 1., 3.],

[ 1., 1., 1.],

[ 2., 2., 2.]],

[[15., 34., 4.], [ 5., 18., 0.],

[ 6., 14., 3.],

...,

[ 1., 2., 4.],

[ 0., 0., 0.],

[ 1., 1., 1.]],

...,

[[ 7., 11., 10.],

[ 7., 16., 15.],

[17., 23., 21.],

...,

[ 1., 1., 1.],

[ 2., 2., 2.],

[ 0., 0., 0.]],

[[ 9., 18., 15.], [ 2., 7., 3.],

[ 5., 11., 7.],

...,

[ 0., 0., 0.],

[ 1., 1., 1.],

[ 1., 1., 1.]],

[[18., 26., 28.], [ 0., 10., 2.], [ 8., 14., 10.],

...,

[ 2., 6., 9.],

[ 1., 1., 1.],

[ 1., 1., 1.]]]], dtype=float32)

y=np.argmax(model.predict(x),axis=1) y

1/1 [==============================] - 0s 74ms/step

array([2], dtype=int64)

x\_train.class\_indices

{'daisy': 0, 'dandelion': 1, 'rose': 2, 'sunflower': 3, 'tulip': 4} index=['daisy','dandelion','rose','sunflower','tulip'] index[y[0]] 'rose'